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A Survey on DDoS Attacks in Edge Servers

by Iftakhar AHMAD

In modern times, the need for latency sensitive applications is growing rapidly. Cloud computing
infrastructure is unable to provide support to such delay sensitive applications. Therefore, a new
paradigm called edge computing has emerged. In edge computing various paradigms like Fog,
Cloudlet, Mobile Edge Computing, etc. provide real-time, location aware services to users. As a
result number of requests are generated for processing in the edge servers. If these edge servers
for some reason become unavailable for providing service, users will not be able to perform their
delay sensitive or location aware operations. Like other servers in the network, edge servers can
also become vulnerable to various security attacks. Among other security attacks, Distributed De-
nial of Service (DDoS) attack can be very threatening for edge servers. Capacity of edge servers
compared to traditional servers is limited. Therefore, the effort needed to overwhelm the edge
server will be smaller, on the other hand, the impact of DDoS attacks on edge servers will be
dreadful. Importance of a proper functioning of edge servers is immense for providing uninter-
rupted support to the users. Therefore, some kind of recovery methods is needed to recover an
overloaded edge server. Present state-of-art mentions some such recovery methods for the edge
servers so that they can provide continuous services.
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Chapter 1

Introduction

In today’s world influence of cloud computing is enormous in day-to-day life. Cloud computing
has made many recent technologies possible and feasible. Many real-time applications depend
on cloud computing. Emergence of IoT also, to some extent, rely on cloud computing. However,
cloud computing has some drawbacks like long latency due to long distance from user. To miti-
gate the limitations of cloud computing, a new technology called edge computing is introduced.
In edge computing, edge server, where all the processing is done, is placed near the users. As a
result the distance between the edge server and user is reduced and latency is decreased. This
edge computing is suitable for latency-sensitive applications. Latency-sensitive applications are
growing their importance day by day. Augmented Reality, Virtual Reality, autonomous vehicles
etc. are some examples of latency-sensitive applications. These applications cannot allow delay
while communicating. Therefore, if they have to depend on distant cloud servers there would
be delays in communications that cannot be tolerated. Edge computing comes into the picture
here. Edge computing brings the task processing servers to the proximity of users using the likes
of above mentioned applications. Therefore, end-to-end delay is reduced and proper execution
of such applications is made possible. Due to ever-growing number of real time, delay-sensitive
applications in recent times, the edge computing has emerged as a field of utmost importance.
There are several categories of edge computing paradigm. Fog computing [81], mobile edge com-
puting [7], mobile cloud computing [82] etc. are examples of such categories of edge computing
paradigm. We will discuss in detail these categories of edge computing in the next section.

Security is important for all these classifications of edge computing paradigm like any other
entities in the computer network. There are lots of security threats for entities in computer net-
works. In the same way there are lots of ways for mitigation of many of these security threats. If
there is an entity in the network, there will be security vulnerabilities for it. Current state-of-art
literatures provides mitigation strategies for most of the existing vulnerabilities. However, still
there are some unsolved security threats. For edge computing paradigm there are some security
threats that are common to other entities in the network also, however, some new security threats
also exist for them. Since idea of edge computing comes from cloud computing, edge computing
inherits some of security threats from cloud computing. There are lots of security threats for cloud
computing [34]. Out of these threats some are also found in edge computing. In edge computing
main functional part is edge server where all computations are performed. This edge server is
mainly the target of various security attacks. Denial of Service attack, Man in the Middle attack,
Rogue Gateway etc. is some of the possible security attacks in edge servers. There are some exist-
ing remedies for these attacks. However, all the remedies may not be suitable for edge computing
paradigm. We will discuss more about security attacks and their remedies in later sections.

DDoS or Distributed Denial of Service attack can be a foreseeable threat for any organization
on the internet. In recent past DDoS attack is one of the most prominent security vulnerabilities for
web entities. The prime target of DDoS attack is exploit various security vulnerabilities and launch
an attack to a target server and exhaust its all resources. In this way server becomes unavailable
to legitimate users. DDoS attacks not only hampers usual operation of a server but also destroys
the reputation of the corresponding organization. DDoS attacks also cause economic loss for the
target organization. Edge servers usually provide latency-sensitive computations into some of the
real-time applications like virtual reality, augmented reality, etc. This kind of server also provides
support for task offloading from the devices with limited computation capability. Therefore, if
these servers are made unavailable to legitimate users, they will not be able to perform delay
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sensitive operations and provide support for task offloading. This is the motivation for attackers
to target edge servers for DDoS attacks. Moreover, edge servers do not have very rich resources for
performing their computations. This makes the edge servers an easy prey for attackers. Because
attacker will not require much resources to take down an edge server through DDoS attack. This
survey illustrates a roadmap on how to launch a DDoS attack to an edge server by reviewing
existing literatures.

The main contributions of this survey are:
1. Paves the way for future researchers interested in security of edge servers.
2. Illustrates how to launch DDoS attacks in edge servers.
3. Providing an intuitive idea on how DDoS attacks can be mitigated in edge servers.
Rest of the paper is organized as follows: Overview of different edge computing paradigms are

discussed in section 2. Next different aspects of DDoS attacks are discussed in section 3. Compu-
tations offloading is a major aspect in edge computing which is discussed in section 4. Particulars
of how to launch a DDoS attack targeting an edge server is discussed in section 5. Finally, this
survey concludes with summary and conclusion in the sections 6 and 7 respectively.
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Chapter 2

Overview of Edge Computing Paradigms

2.1 Fog Computing

Fog computing is a platform that brings the cloud computing to the proximity of end users. The
term “Fog” was introduced by Cisco and is analogous with real-life fog [9]. Cloud is at a larger dis-
tance on the contrary fog is closer to earth. In a similar way cloud computing is at a larger distance
from earth and Fog computing is closer to earth. However, cloud and fog both share similar set of
services, for example computation, storage, and networking. Nonetheless, some differences are
present between these two. Specific geographic regions are targeted in Fog computing. Moreover,
the fog is suitable for applications which need real-time response and low latency, for example
interactive and IoT applications. On the other hand, the cloud is a centralized entity and is far
from the user therefore, it has some performance limitations with respect to latency and response
time for real-time applications [8]. The fog computing does not disown cloud computing rather
than complements it. Fog architecture makes the creation of a hierarchical infrastructure possible.
In Fog computing all the analysis of local information is performed at the ‘ground’, and the co-
ordination and global analytics are performed at the ‘cloud’. Here, cloud services are deployed
mostly at the edge of the network, however, these calculations can also be performed in other
locations, for example, IP/multiprotocol label switching (MPLS) backbones. The fog network in-
frastructure is heterogeneous, the high-speed links and wireless access technologies coexist here
[72]. As depicted in Fig. 2.1, a multi-tiered architecture is necessary. The first part comprises of

Cloud 

Cloud Data Center 
Application Hosting and Management 

Core Networking 

Fog 
3G/4G/LTE/WiFi 

IoT 
Sensors, Actuators, Vehicles, Smart phones 

FIGURE 2.1: Three layer architecture consisting of cloud fog and IoT devices [8]

IoT applications running in the end user devices say, a vehicle. Fog computing is the second tier
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of this multi-tier architecture which is connected with end users through a router, access point,
wireless access network, or an LTE base station. Cloud’s data center is the last tier of this 3-tier
architecture. Due the 3-tier architecture, the IoT applications and services can be operated from
edge of the network as allowed by Fog computing, as well as from end devices, like gateways,
routers, access points, Road Side Units (RSUs), and Machine to Machine (M2M) gateways [19, 20].
Moreover, Fog is allowed to perform real-time monitoring, actuation, data analysis with reduced
latency, improved QoS, and saving of bandwidth as data are processed at the edge of the network
[8]. In the above mentioned multi-tier architecture the centralized cloud servers and fog coexist
with each other. However, it is not mandatory that Fog needs cloud servers to perform its tasks,
rather it can function independently [55]. As a result Fog can facilitate lots of applications some
solely by itself and some others taking help from centralized cloud servers.

Like other entities on the internet, Fog computing also has some limitations and challenges.
Fog computing inherits some of the challenges from cloud computing. Moreover, it has some chal-
lenges of its own. Some of these challenges are heterogeneous devices management, architectural
issues, mobility, security, and privacy issues. There are heterogeneous devices in Fog comput-
ing. When there are heterogeneous devices, interoperability among them becomes a challenging
task. Scalability issues may arise when many devices are connected. For proper management
of resources and load balancing, we need an efficient resource scheduler. It is very challenging
to design such resource scheduler. Moreover, it is demanding to ensure proper monitoring and
management of connected devices. It is more crucial for devices with real-time applications. Mon-
itoring of real-time traffic and billing mechanism is needed for Fog computing. Devising a fair
billing model for the services offered is challenging. The billing model has to be fair to attract sub-
scribers and generate good revenue. However, availability of any standard billing model for Fog
computing is still an open research issue. Moreover, it is key challenge to protect Fog computing
from malicious attackers and security threats [8].

2.2 Cloudlets

Cloudlets were first developed by a team at Carnegie Mellon University [75]. Similar to Fog
computing, in the 3-tier architecture cloudlet represents the middle tier i.e. 3-tier architecture is
mobile device – cloudlet – cloud. Various cloud services are provided by Cloudlets to number of
mobile users within the coverage range of their Wi-Fi access point. However, there is an increasing
demand of the mobile applications with high computing and storage capabilities with free user
mobility which makes Cloudlets an inefficient solution for end user task offloading. Whereas, task
offloading is a key feature in edge computing paradigm. The reason for Cloudlets being inefficient
solution are the limited resource capabilities of the Cloudlet servers and the short coverage range
of the Cloudlet Wi-Fi connection [48]. Formally we can define a Cloudlet as a cluster of trusted
computers, which are well connected to the Internet, which have resources available to nearby
mobile devices [75]. We can treat a Cloudlet as a ”data center in a box” which is running a virtual
machine that is capable of provisioning its resources to users and end-devices in real time over
a WLAN network. Cloudlets provides services over a one-hop access with high bandwidth, and
offers low latency for applications [26]. Cloudlets mainly consist of a cluster of resource-rich and
multi-core computers. These computers are equipped with high-speed internet connection and
high bandwidth wireless LAN to be used by neighboring mobile devices. Cloudlets are stored in
a tamper-proof box for ensuring safety and security in an unmonitored area [75]. In present world
mobile devices are much sophisticated. However, still these devices are not competent with other
related technologies like laptops and servers. On the other hand latest mobile applications are re-
source hungry. To run these resource hungry applications on mobile devices with limited resource
capacity Cloudlets come in handy. Cloudlets virtualize various features provide computational
resources to the users of mobile devices. The mobile device which acts as a thin client, offloads
computational tasks to a Cloudlet through a wireless network. The presence of a cloudlet in mo-
bile device’s proximity is necessary, so that end-to-end response time with executing applications
remains smaller and predictable. There is a basic difference between cloud and a cloudlet, in a
cloudlet only the soft state of data or code is stored, on the contrary, a cloud stores both soft and
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hard states of the data or code. As a result a cloudlet’s failure does not result in any data loss of
mobile devices [8]. Authors in [75] developed a prototype of a cloudlet, which is named as Kim-
berly. The cloudlet infrastructure includes a desktop computer running Maemo 4.0 Linux. The
mobile device which is used in the prototype is Nokia N810. The mobile user in this prototype
utilizes VM technology for instantiating a service on an adjacent cloudlet and uses wireless LAN
to interact with this cloudlet.

2.3 Mobile Edge Computing

Mobile edge computing is another paradigm of Edge computing. To describe execution of ser-
vices at the edge of the network the term Mobile Edge Computing (MEC) was first introduced in
2013. At this time IBM and Nokia Siemens Network launched a platform which could run appli-
cations within the range of a mobile base station [46]. To enable flexible and quick deployment of
new services and applications, MEC servers are placed at the vicinity of the users i.e. at cellular
base stations. In MEC we can consider servers like cloud servers run at the edge of mobile net-
works. The servers in MEC perform tasks that cannot be achieved with traditional cloud network
infrastructure due to limitations like long execution delays. MEC directs the traffic targeted for
the cloud to the MEC servers rather than forwarding all the traffic to the remote cloud servers.
Therefore, applications are run and related processing tasks are performed at the proximity of cel-
lular customers. This process reduces both network congestion and response time of applications.
In this procedure a request from user is either served from the MEC server and thereby response
can be quickly delivered to end users or sometimes the user request can be forwarded to a remote
cloud [8].

Dated in 2014, MEC obtained its present meaning. At that time the Industry Specification
Group (ISG) of Mobile-Edge Computing was released by ETSI [31]. According to this specification
the purpose of MEC is to “provide an IT service environment and cloud-computing capabilities at
the edge of the mobile network”. This specification group proposes creation of an open ecosystem,
where the applications can be deployed by service providers over a multi-vendor MEC. When the
formation of the standard is done, it is telecommunication companies who will be in charge of
deploying the MEC service environment in their established infrastructure. Low latency, high
bandwidth, and access to radio network information and location awareness are some of the ben-
efits achieved when cloud services are deployed at the edge of mobile networks like 5G [72]. As
a result of this, it becomes viable to optimize the existing mobile infrastructure services, or even
in some cases implement novel ones. An example of such an application is the Mobile Edge
Scheduler [33]. In this application the mean delay of general traffic flows in the LTE downlink is
minimized. Moreover, mobile network operators will not be solely beneficiaries of the deployed
services. However, 3rd party service providers will also be able to use the services as well. Aug-
mented reality, intelligent video acceleration, connected cars, and Internet of Things gateways, are
some of the prime applications which can be implemented using this service [45].

This promising paradigm MEC, has some downside. This downside is related to the manage-
ment complexity of large scale deployments which offers many applications served to millions
of users. MEC accelerates different types of applications and also provides smooth data stream-
ing in mobile networks. MEC makes this possible through caching of application and streaming
data. It also augments the the processing capabilities of mobile end users with the help of its pro-
cessing capabilities at the edge of the mobile network. According to its basic principle in MEC a
decentralized framework is suggested rather than depending on a centralized platform, to serve
the necessities of all mobile devices. This procedure can be obtained by transferring some of the
cloud servers to the edge of the mobile network [49]. According to authors in [21], this decen-
tralized platform was first proposed by Akamai Technologies who used their content delivery
network to describe the topology. In this topology frequently requested contents are cached at
MEC which is located at the network edge. In recent studies it was proposed that integration of
MEC and cloud computing servers makes it possible to serve more complex services by reducing
the load on centralized cloud, by avoiding bottlenecks and single points of failure.
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2.4 Mobile cloud computing

The main focus of Mobile Cloud Computing (MCC) is the notion of ‘mobile delegation’. Mobile
devices have limited resources, therefore, they need to delegate the large storage of data and
computationally intensive tasks to powerful remote servers. According to original MCC concept
which was introduced in 2009, centralized cloud computing platforms were only suitable solution
for executing tasks remotely [1]. Later on the scope of MCC was expanded by other researchers.
According to this new vision, devices located at the edge of the network were made available for
executing tasks remotely [5]. Right now, both these visions of MCC coexist with each other [67].

At the beginning, MCC was designed to provide several novel solutions to various services
including mobile learning, mobile healthcare, searching services etc. [23]. At present, some of the
above mentioned services can be performed in a centralized cloud or in the corresponding mobile
devices. However, the notion of MCC is still pertinent, as the potential of MCC is yet to be fully
exploited. There are some kind of applications, for example, augmented reality and augmented
interface applications, for which the MCC architecture can be advantageous. Several advantages
such as smaller delay and access to context information can be achieved when a execution plat-
form is available at proximity of the mobile devices [82].

In MCC, one of the most active research areas is how tasks can be delegated to external services
[67]. To utilize the advantages to MCC there are many applications which allow their code to be
migrated from mobile devices to cloud-based options present at the network edge. .NET and
JVM like frameworks are used to build these applications and make it easier to migrate to code.
According to some research mobile devices are allowed to migrate only some part of their code.
However, other researchers suggest migration of an entire execution environment i.e. a clone of
the mobile device to the MCC. After that, memory image, CPU state and some other parts of the
mobile application are added into the clone. Finally, mobile agent infrastructures are used in some
approaches, where a mobile agent is created by the mobile device which acquires or processes
information on its behalf [72].
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Chapter 3

Overview of DDoS Attacks

In this section we will discuss the overview of DDoS attacks and its mitigation process as described
in state-of-art literature.

DDoS attack can be formally defined as below:
Distributed Denial of Service (DDoS) attacks, according to the WWW Security FAQ [80] can

be defined as “A DDoS attack uses many computers to launch a coordinated DoS attack against
one or more targets. Using client/server technology, the perpetrator is able to multiply the ef-
fectiveness of the DoS significantly by harnessing the resources of multiple unwitting accomplice
computers, which serve as attack platforms”. The most dangerous and advanced form of DoS
attacks is the DDoS attack. DDoS attack is differentiated from other security attacks by deploying
its attack weapons in a “distributed” manner and to accumulate these forces to generate a deadly
traffic. Traditional security defense techniques are not sufficient for DDoS attacks because it does
not break the victim’s system. The main purpose of a DDoS attack is to harm a victim either for
personal reasons, or for some sort of material gain, or for gaining popularity [27].

A Distributed Denial of Service Attack comprises of four basic elements, which are shown in
Fig. 3.1. These elements are discussed in short below.

Attacker 

Handler Handler Handler 

Agent Agent Agent Agent 

Victim 

……………………… 

…… ………………… …… 

Control traffic 

Flood traffic 

FIGURE 3.1: DDoS attacks architecture [27]

• The actual attacker.

• The handlers or masters. They contain malicious hosts within which special programs are
running. They are capable of taking control over multiple agents.

• The attack daemon agents or also known as zombie hosts. They are malicious of compro-
mised hosts in which a special program is running. They also generate a packets’ stream
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targeting the victim. These machines are usually outside of the victim’s network. As a result
efficient response from the victim can be avoided. They are also outside of the attacker’s
network. Therefore, liability can be avoided if the attack is traced down.

• An actual victim or target host.

DDoS attack is a kind of coordinated attack, where a large number of compromised and dis-
tributed devices are deployed to execute the attack. The attacker infects the bots with the help
of malware and brings them under the his control. Then these bots are directed by the attacker
and they send attack packets to victims [44, 51, 52]. In DDoS attack attacker sends a large vol-
ume of attack traffic, for example, the attacks like TCP SYN flooding, UDP flooding, and ICMP
flooding and overwhelms the network infrastructure including servers, routers and switches [28].
Sometimes in DDoS attack the attack traffic is similar to legitimate traffic. Moreover, protocol vul-
nerability is exploited to consume an excessive amount of resources for example HTTP protocol
is targeted with an intention to exhaust resources of the server which was made available for Web
services [88, 59].

One key issue of DDoS attack and its defense is competition of available resources. When a
defender has enough resources to beat a DDoS attack, the attacker cannot be successful, and vice
versa. Cloud computing is a popular target for DDoS attacks. Unfortunately, the components
of clouds, for example, the server-client component and the peer-to-peer computing platforms,
lack required resources to beat a DDoS attacks. However, a large amount of resources is pooled
by a cloud infrastructure provider and easy access is provided to them. In this way cloud can
handle a rapid increase in demand of service [35]. As a result, it is not possible to shut down a
cloud through a DDoS attack. Although cloud infrastructure cannot be blocked by a DDoS attack,
individual cloud customers (referred to as parties hosting their services in a cloud) cannot avoid
the damages of a DDoS attack as they usually do not have the advantage [87].

Internet based applications such as independent news web sites, e-business and online games
require smooth network accessibility. Therefore, DDoS attack is vital threat to these kinds of ap-
plications [66]. Nowadays botnets are used to launch DDoS attacks. It is a long-held belief that as
many computers or devices as needed can be easily compromised by an attacker. However, recent
researches [32] have corrected this belief. The number of active bots, a botmaster can manipulate
limited because of presence of anti-virus and anti-malware software installed in the target devices,
although the amount of bot footprints may be much higher [87].

The objective of DDoS attacks is to take control over the network bandwidth so that legiti-
mate users of the victim systems do not get the appropriate service. As this type of attack was
observed by many studies and different schemes were proposed by them to protect the network
and equipment from DDoS attacks, it is now more difficult than past to launch such attacks based
on network layer. Due to failure of Net-DDoS attacks, the attacker moves their concentration to
application-layer attacks and create a more advanced type of DDoS attacks. To avoid being de-
tected, the attackers send HTTP GET requests to launch attack on the victim Web servers and lots
of large image files are pulled from the victim server to overwhelm them [84].

Main reason why the rate of DDoS attacks has escalated notably is the use of botnets to carry
out a DDoS attack. Botnets can be defined as networks which are formed by compromised bots
or machines. Srizbi, Kraken/Bobax, and Rustock like large-scale botnets have gained popular-
ity for conducting DDoS attacks. To infect a large number of machines in a short span of time
in traditional networks is quite complex. However, attackers may exploit the on-demand self-
service capabilities of the cloud and generate a powerful botnet instantly. Cloud computing makes
malware-as-a-service possible and enables it to be used for launching DDoS attacks. The cost of
malware-as-a-service has been decreasing quickly due to competition among the suppliers. This
low cost makes it easier to launch large-scale DDoS attacks using botnets [69].

The target of DDoS attacks is to drain the resources including bandwidth, buffer, battery or
processing unit by sending huge number of packets destined to the victim. Impact of generation
of such unnecessary packets overwhelms the victim’s resource capability. This kind of flooding
of packets reduces victims working ability and also reduces the lifetime of the victim. Fig. 3.2
depicts a block diagram of such DDoS attack.
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Laptop-class Adversary 

Attackers 

Victim 

Benign Nodes 

FIGURE 3.2: DDoS attack block diagram [38]
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3.1 Classification of DDoS Attacks

Depending on the nature of DDoS attacks, it can be classified into three categories [76]. These
three categories are discussed in short here:

1. Application DDOS Attack: One of the slow and low profile methods to deploy a DDoS
attack is Application DDoS Attack. GET or POST method of HTTP protocol is used in order
to drain or drop services. To do so server or software vulnerabilities are exploited in this kind
of attack. This sort of attack mostly targets Apache or Open BSD servers and crash the server
execution with successful attack. In this kind of approach, cloud computing applications are most
suitable targets.

2. Protocol DDOS Attack: Target of Protocol attacks is heavy consumption of resources and
intermediate layers for example firewall or HTTP protocols. To exhaust capabilities SYN floods,
Ping of Death, Smurf DDOS, fragmented packet attacks etc. are used to implement protocol DDOS
attack.

3. Volume DDOS Attack: The core concept of this approach is heavy Packet bombarding or
flooding in order to exhaust the bandwidth or network resources. UDP and ICMP packets are
used to absorb the resources and heavy packet flooding is done to generate congestion in the
communication link [38].

A group of malicious nodes is required in the same network to launch a DDoS attack. [] states
that this kind of requirement can be met by a zombie network. Intended services can be disabled
and also heavy flooding can be done by engaging zombie nodes and goal of a DDoS attack can be
achieved [70, 42].

3.2 Botnet Based DDoS Attacks

A network of machines is compromised by botnets. These machines are referred to as a bot, zom-
bie, or drone. They are implemented under a command and control management infrastructure.
Botnets management usually affects a number of systems using numerous tools and by the instal-
lation of a bot. This bot can remotely take control over the victim machine using the Internet relay
chat (IRC) [11]. Main target of present botnets is frequently spreading DDoS attacks mainly on
the Web. Moreover, while the bots are created, the communication approach can be changed by
the attackers. Most of the bots vary their potentials in order to take part in such attacks. HTTP/S
flooding attack is the most commonly generated botnet attack on the application layer. Such at-
tacks launch bots made by the HTTP server. Therefore, this kind of bots is called "Web-based" bots
[36].

Causing harm at the victim side is the main objective of a botnet based DDoS attack. Usu-
ally the ultimate target behind this kind of attack is personal. Therefore, blocking the available
resources or degrading the performance of the service at the victim side which is needed for the
victim machine is the target of such attack. As a result, the DDoS attacks are carried out for re-
venge purposes. Sometimes these sorts of attacks are launched to become popular in the hacker
community. Moreover, these kinds of attacks also can be performed for the material gain by break-
ing the confidentiality and using the data for unauthorized use [2].

3.2.1 Categories of Botnet Based DDoS Attack Networks

There are three categories of DDoS attack networks which are botnet based. They are the agent-
handler, IRC-based, and Web-based models.

Agent-Handler Model: Clients, handlers, and agents are three components of the agent-handler
model of a DDoS attack as depicted in Fig. 3.3 In the DDoS attack system the attacker makes con-
tact with the client. The handlers are various software packages which are located all over the
Internet. These software packages are used by the client to contact with the agents. The agent
software develops in a compromised system and at the appropriate time ultimately conducts the
attack. The attacker contacts with the handlers in order to discover operational agents. Moreover
attacker communicates with handlers to fix when to attack or to upgrade agents. Owners and
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users of agent systems usually cannot determine that their system is now compromised and is be-
ing used for DDoS attacks. The agents can communicate with one or multiple handlers at a time
depending on the DDoS attack network configuration. A compromised router or network server
is often chosen by attackers for installing handler software. Typically a large volume of traffic is
handled by the target. This makes the message identification troublesome between the client and
the handler and between the handler and the agents. In some descriptions of DDoS tools, the two
terms "agents" and "handler" are replaced by "demons" and "master" respectively [79].

FIGURE 3.3: Agent handler model [2]

Internet Relay Chat (IRC) Model: Fig. 3.4 shows the IRC-based DDoS attack architecture.
This model is similar to Agent handler model. However, in this model a handler program is not
employed which is installed on a network server, rather an IRC communication channel is used to
establish between the client and agents. In this model attacker has an advantage that "legitimate"
ports can be used to send commands to agents. As a result tracking DDoS command packets
is hindered. Moreover, usually, there is a large volume of traffics in the IRC servers. Therefore,
attacker can easily hide their presence. The attacker can easily and momentarily access IRC server
and access all available agents. Therefore, it does not need to maintain the list of the agents [54]. In
the IRC network the agent sends and receives messages through IRC channel and when an agent
becomes operational, it sends updates to the attacker.

Web-based Model: IRC-based model is mostly preferred for botnet command and control.
However, in recent years Web-based reporting and command have emerged. In the Web-based
model some bots just report the statistics to a Web site. On the other hand other bots are expected
to be fully configured. Moreover, they are managed and controlled by complex PHP scripts. They
are also responsible for encrypted communications over the 80/443 port and the HTTP/HTTPS
protocol [2].

3.2.2 Botnet Based DDoS Attack Tools

There are lots of DDoS attack tools available and their architectures are very similar to each other.
Therefore, there exist some tools which originate through small modifications of other tools [40].
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IRC 

FIGURE 3.4: Internet Relay Chat Model [2]

Similar to categories of botnet based DDoS attack network the Botnet based DDoS attack tools are
categorized as agent-based, IRC-based, or Web-based DDoS attack tools.

Agent-based DDoS Attack Tools: DDoS attack tools which are Agent-based, are constructed
on the basis of the agent–handler DDoS attack model comprising handlers, agents, and victims.
Trinoo, Tribe Flood Network (TFN), TFN2K, Stacheldraht, Mstream, Shaft etc. are examples of
agent-based DDoS tools [39]. Trinoo [17] is most popular and widely used among the above men-
tioned agent-based DDoS tools. Because it has the capability of depleting bandwidth. Moreover,
it has the ability to launch UDP flood attacks against one or number of Internet protocol (IP) ad-
dresses. Shaft [22] can launch packet flooding attacks as a result it is similar to Trinoo. Both the
duration of the attack and the size of the flooding packets can be controlled in Shaft. Like Trinoo,
TFN [24] is a DDoS attack tool which is able to launch bandwidth and resource depletion attacks.
TFN is capable of doing Smurf, ICMP echo request flooding, TCP SYN flooding, UDP flooding,
and ICMP directed broadcast. TFN2K [22] is able to launch Smurf, SYN, UDP, and ICMP flood
attacks, which is a derivative of TFN. Encrypted messages can be added between attack compo-
nents in TFN2K. Stacheldraht [25] came into existence after TFN attempts. Stacheldraht improves
over a number of TFN‘s weak points and is able to implement Smurf, UDP flood, SYN flood, and
ICMP flood attacks. On the contrary, Mstream [37] is a point-to-point TCP ACK flooding tool
where fast-routing routine tables in some switches can be overwhelmed.

IRC-based DDoS Attack Tools: IRC-based DDoS attack tools were created after the growth of
agent–handler attack tools. In recent past, sophisticated IRC-based tools have been developed.
Important features of several agent-handler attack tools are included in these tools. One of the
most well-known IRC-based DDoS tools is the Trinity, which is on top of UDP, TCP ACK, TCP
SYN, and TCP NUL packet floods. TCP random flag packet floods, TCP fragment floods, TCP
established floods, and TCP RST packet floods are introduced by the Trinity v3 [43]. myServer
[22] was developed after the development of the Trinity. myServer depends on external programs
to launch DoS and plague to simulate TCP ACK and TCP SYN flooding. Another light-weight
and powerful IRC-based DDoS attack tool is Knight [12]. It can launch UDP flood attacks and
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SYN attacks. Knight is considered to be an urgent pointer flooder [79]. Kaiten [12] is an IRC-based
DDoS tool based on Knight. Kaiten carries out UDP, TCP flood attacks, SYN, and PUSH+ACH
attacks.

Web-based DDoS Attack Tools: To launch attacks at the application layer, especially the Web
server Web-based DDoS attack tools were developed. To launch attacks a Web server IRC-based
DDoS attack tools with the HTTP/S flooding function are used. This proves that various new tools
are being used by the attackers to conduct DDoS attacks. There are some downloadable tools and
commercial services which can launch DDoS attacks free of cost [57]. There are more than 20,000
infected computers having multiple targets are able to destroy around 90 percent of Internet sites
[68]. Calling someone in the world from one Website and a DDoS attack on the application layer
are highly similar. While the Web site is being out of service (due to attack). As a result, the server
in which the site is hosted cannot process all requests. On the contrary, the compromising handler
which injects the site with bots that are controlled by the attackers. Different tools are used by
the attacker to launch a successful attack. BlackEnergy [62], Low-Orbit Ion Cannon [58] and Aldi
Botnet [77] are some example of web-based attack tools

3.2.3 Classification Of Botnets Based DDoS Attacks

Every day new kinds DDoS attacks are emerging. Moreover, some attacks remain undiscovered.
Vulnerability exploitation is major aspect for various types of DDoS attacks. Consumption of the
the host’s resources characterizes the first type of attack. Usually a Web server or a proxy con-
nected to the Internet becomes the victim. If the traffic load becomes high, senders are notified
by sending packets. The senders can be either legitimate users or an attack source, are informed
to reduce their sending rates. In response to such packets legitimate users decrease their sending
rates, on the other hand attack sources increase or maintain their packet sending rates. As a result,
the host’s resources such as the CPU or memory capacity, depletes. Moreover, the host has to deny
services to the legitimate traffic. The second kind of attack is based on network bandwidth con-
sumption. Traffic from legitimate sources in the network gets obstructed if the network channel is
mostly occupied by the malicious traffic. In reality, bandwidth DDoS attacks are more dangerous
than resource consumption attacks [60]. These attacks discussed in short below:

Net DDoS-based Bandwidth Attacks: Net DDoS-based bandwidth attacks are usually launched
from a single attack source which exploits specific IP weaknesses. There are various attacks of this
type. Some examples include SYN Flood Attacks [83], ICMP Flood Attacks [89].

App-DDoS Attacks: Attack volume can be increased if the target is forced to execute costly
operations. All the available bandwidth can be used by these types of attacks. Moreover, in this
kind of attack the pipes are filled with illegitimate traffic. This sort of attacks hamper routing
protocols and disrupt ongoing services due to resetting the routing protocols or by offering data
which cause harm to the server operation [60]. Examples of such attacks include HTTP Flood
Attacks [4], Session Initiation Protocol (SIP) Flood Attacks [47], Distributed Reflector Attacks [65],
and Domain Name System (DNS) Amplification Attacks [61].

3.2.4 DDoS Attack Mitigation

Aspects of DDoS attack on a edge computing server are yet to be explored. However, cloud
computing has some similarities with the edge computing server. Therefore, we are going to
discuss some strategies of DDoS attack mitigation in cloud in this section.

To successfully conduct a DDoS attack against a hosted server, botnets generate a large number
of attack packets and pump those packets to queue. To identify the DDoS attack packets and
ensure the QoS of legitimate users, more resources needed to be deployed in the affected server to
clone multiple IPSs to carry out the task. To achieve the goal cloning of multiple parallel IPSs is
proposed which is depicted in Fig. 3.5. The number of IPSs that will be needed to achieve the goal
of mitigating attacks depends on the magnitude of the attack. Botnet’s ability to carry out a DDoS
attack is usually confined. Therefore, resources needed to beat the attack is not very large. Usually,
it is rational to contemplate that a cloud can engage its reserved or inactive resources to fulfill the
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excess demand. DDoS defense mechanism in cloud ultimately relies on available resources, rather
than which particular defense method is used [87].
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FIGURE 3.5: Cloud server under a DDoS attack with attack mitigation strategy [87]

The attack duration has a huge effect on the services which are running on the cloud. Because
of the on-demand nature of the utility computing model in the cloud infrastructure. Economic
losses that are incurred due to the DDoS attacks have several components or signs, some of which
are easily detectable during the attack. On the other hand, impact of the other losses are visible
only after the attack diminishes. It is difficult to measure most of the losses for example, long-
term reputations and consequent losses in the business. Exploring DDoS attacks and finding its
mitigation solutions is a top research area for the community of cybersecurity. Recently, research
on DDoS attacks has seen its focus to shift toward cloud services after the unfolding and espousal
of cloud computing. The scale of the DDoS attacks on the cloud is usually volumetric or huge with
an attack bandwidths greater than 100 Gbps. However, there are a some DDoS attack occurrences
of highly sophisticated or intelligent attacks. In this type of attack the attackers launched a low-
rate DDoS attack to beat the attack detection procedure [78].

A DDoS attacks tolerant system is more pragmatic because it is very tough to correctly iden-
tify DDoS attacks and prevent them in a timely manner. A DDoS attacks tolerant system is one
which is designed including a fault-tolerant technique. Moreover, it can function correctly despite
attacks. For example, the fault tolerant system is expected to provide services which meet the
specifications of a service level agreement (SLA) even if the system is under an attack by start-
ing automatic operations to revive and recover the affected services and resources. Properties like
redundancy, diversity, and independence have to be present in a DDoS attack tolerant system [69].

3.3 Recent DDoS Attack Trend

DDoS attacks are one of the eminent security threats in today’s world. There have been numerous
DDoS attacks targeting various well known organizations in recent past. In this section we will
explore some statistics of the very recent DDoS attacks. In Fig. 3.6 we can see the percentage
of number of DDoS attacks in first quarter of 2020 and first quarter and fourth quarter of 2019.
The value of first quarter on 2019 is taken as base for data. In quarter four number of attacks
decreased than quarter one of 2019. However, in first quarter of 2020 number of attacks increased
180 percent of that of first quarter of 2019. On the right side of the Fig. 3.6 the statistics for smart
attacks are shown. Smart attacks are those which are more technically sophisticated and require
more ingenuity. For the smart attacks the trend is similar to that of total attacks. Here, the number
of smart attacks is 186 percent in first quarter of 2020 compared to that of first quarter of 2019 [63].
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FIGURE 3.6: Percentage of number of DDoS attacks in Q1 2020 and Q1 and Q4 2019
[63]
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In Fig. 3.7 data of duration of DDoS attacks in first quarter of 2020 and first quarter and fourth
quarter of 2019 are illustrated. Trends a similar for both total attacks and smart attacks. In the
first quarter of 2020 average duration for total and smart attacks are 124 percent and 134 percent
respectively compared to that of first quarter of 2019. Maximum duration was much larger in
the first quarter of 2020 for both total attacks and smart attacks with 214 percent and 264 percent
respectively in comparison to that of first quarter of 2019.
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FIGURE 3.8: Percentage of number of DDoS attacks in Q1 and Q2 2020, and Q2 2019
[64]

Fig. 3.8 depicts the percentage of number of DDoS attacks in the first quarter and second
quarter of 2020, and second quarter of 2019. Here, total number of attacks in second quarter of
2020 is about 316 percent of that of second quarter of 2019, which can be considered as a huge
increase. On the other hand percentage of smart attacks is little less in second quarter of 2020 than
that of first quarter of 2020. However, it is still about 216 percent of that of second quarter in 2019
[64].

Average attack duration is shown in Fig. 3.9 for first and second quarters of 2020, and second
quarter of 2019. For average duration in total attacks it has decreased in second quarter of 2020
compared to both first quarter of 2020 and second quarter of 2019. For smart attacks average
duration has not changed much. However, in total attacks maximum duration in second quarter
of 2020 is about 448 percent of that of second quarter of 2019 which is also same for smart attacks
[64].

Fig. 3.10 shows the distribution of DDoS attacks by country for first and second quarter of 2020.
Highest number attacks were observed in China which is around 61 and 65 percent in first and
second quarters respectively. According to number of DDoS attacks the United States is second in
the list. USA observed around 19 and 20 percent of attacks in the first and second quarter of 2020.
Next country is Hong Kong which observed around 7 and 6 percent in first and second quarter of
2020 respectively. Other countries like Republic of South Africa, Singapore, Australia, India etc.
observed very little percentage of DDoS attacks.



3.3. Recent DDoS Attack Trend 17

0%

100%

200%

300%

400%

500%

Average
duration

Average duration
of smart attack

Maximum
duration

Maximum duration 
of smart attacks

Q2 2020

8
4

%

1
0

0
%

4
4

8
%

4
4

8
%Q1 2020

1
1

7
%

8
4

%

2
4

2
%

2
4

2
%

Q2 2019

1
0

0
%

1
0

0
%

1
0

0
%

1
0

0
%

FIGURE 3.9: Duration of DDoS attacks in Q1 and Q2 2020, and Q2 2019 [64]

0%

20%

40%

60%

80%

100%

China United
States

Hong
Kong

South
Africa

Singa
pore

Australia India EU Canada Great
Britain

Other

Q1 2020

6
1
.5

3
%

1
9
.0

8
%

7
.3

4
%

1
.3

4
%

1
.2

6
%

0
.4

3
%

0
.4

5
%

0
.3

%

0
.6

1
%

0
.0

8
% 7
.5

7
%

Q2 2020

6
5
.1

2
%

2
0
.2

8
%

6
.0

8
%

1
.2

8
%

1
.1

4
%

0
.3

8
%

0
.3

3
%

0
.2

6
%

0
.2

4
%

0
.1

8
%

4
.7

1
%

FIGURE 3.10: Distribution of DDoS attacks by country, Q1 and Q2 2020 [64]





19

Chapter 4

Computation Offloading in Edge
Computing

Due to limited capacity of end devices, in edge computing paradigm, tasks are fully or partially
offloaded to other neighboring devices or to the edge servers. With the rise in popularity of smart-
phones, lots of new mobile applications like face recognition, natural language processing, inter-
active gaming, and augmented reality are coming out and drawing more and more attention. This
type of mobile applications is usually resource-hungry, requiring rigorous computation and con-
suming high energy. Because of the limited the physical size, mobile devices are usually resource-
constrained, with constrained computation resources and battery life [18].

In order to overcome these limitations a really promising solution is task offloading which has
become a prime focus in academia and also in industry. In the past years, numerous researchers
focused on mobile cloud computing in which a mobile users can offload their resource-hungry
and computation-intensive tasks to the remote clouds which are resource-rich, via wireless net-
work. This methodology is already employed as a form of commercial cloud services for example
Windows Azure, however, it seldom suffers from weak and unreliable wireless connections and
delay in wide area network (WAN) between clouds and mobile devices [23]. Fog computing,
specifically mobile edge computing is an extension of mobile cloud computing. It is a growing
paradigm which utilizes a multitude of collaborative end-user and/or near-user devices to trans-
fer some amount of computation tasks to get the required services with comparatively less delay.
As we know the fog computing is implemented at the edge of a network. Therefore, it can offer
low-latency services and also agile computation augmenting services devices of end users [9].

As illustrated in Fig. 4.1, authors in [15] propose HyFog. This is an unorthodox hybrid task
offloading scheme for fog computing. In this scheme users have the liberty of selecting among
several approaches for executing tasks, which includes: (1) Device-to-Device (D2D) Offloaded
Execution – devices located in the proximity at the network edge can share the computation re-
sources among each other through task offloading and both can be benefited; (2) Cloud Offloaded
Execution – the mighty computing ability allowed by the mobile edge cloud can be engaged to
augment the task offloading performance; (3) Local Mobile Execution – a device user can also opt
for executing the task locally on his mobile device in order to circumvent any extra overhead due
to the process of task offloading. An important attribute of the HyFog framework is that different
types of computing resources across multiple devices and the cloud at the network the edge is
utilized to allow adaptable task offloading selection options among the users.

Mobile cloud computing is envisaged as a favorable approach to mitigate challenges like meet-
ing demand of resource-hungry applications. To run resource-hungry applications in mobile de-
vices, mobile cloud computing can augment the abilities these devices by providing a mechanism
to offload the computation to cloud through wireless access. However, mobile users are expected
experience long latency for data exchange with the cloud through the wide area network and
this is a visible downside of cloud based mobile cloud computing. Humans are highly sensitive
to delay and jitter, therefore, long latency would hurt the interactional response of the the ap-
plication. Moreover, decreasing the latency or delay is very difficult in wide area network. The
cloudlet based mobile cloud computing was proposed as a favorable solution to vanquish this
limitation [75]. Instead of depending on a remote cloud, the cloudlet based mobile cloud comput-
ing utilizes the actual proximity of user device and cloudlet to decrease the delay by offloading
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FIGURE 4.1: An example of device-to-device and Cloud offloaded task executions
[15]

the computation to the adjacent computing server or cluster through one-hop WiFi wireless ac-
cess. Unfortunately this cloudlet based scheme has two important drawbacks. Firstly, because of
limited coverage of WiFi networks, cloudlet based mobile cloud computing is unable not ensure
ubiquitous service provision in all the places. Secondly, because of space limitations, cloudlets
usually uses a computing server or cluster with small or medium computation resources. As a
result Cloudlets are not able to satisfy QoS of a large number of users [13].

To counter these issues and supplement cloudlet based mobile cloud computing, a unorthodox
mobile cloud computing paradigm, called mobile-edge cloud computing, is proposed in [6, 30, 29,
16]. As depicted in Fig. 4.2, cloud-computing capabilities can be provided by mobile-edge cloud
computing at the edge of ubiquitous radio access networks in the proximity of the mobile users. In
such case, the necessity for fast and interactional response can be satisfied by fast and low-latency
connection to the cloud computing infrastructures which are resource-rich installed by telecom
operators at the edge of the network. In mobile-edge cloud computing pervasive radio access
networks are employed with sturdy computing capabilities. It is envisaged to give pervasive and
agile computation supplement services for mobile device users [6, 30, 29, 16].
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FIGURE 4.2: An example of mobile-edge cloud computing [13]
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In the subsections below we will discuss three particular use cases for computation offloading.

4.1 Computation Offloading for Machine Learning Web Apps

Heavy computations are needed for Machine learning (ML), particularly for training and infer-
ence based on a deep neural networks (DNN). This brings in an issue about how we can execute
machine learning tasks on embedded devices with limited resources for example wearables or
IoT devices. One exciting solution is deploying edge computing [74], which utilizes the concept
of decentralized computing infrastructure [10], like fog nodes [9] or cloudlets [75], for offloading
required computation.

For ML applications edge servers are considered as specially designed servers for particular
applications or as commonly used servers for manifold applications by the current offloading
techniques. A computation based server used for video processing is example of such a specially
designed server. Here, a streaming video input is sent to the server from a client device. An ML al-
gorithm is applied on the input at the server for a particular application. Finally the server returns
the result to the client. Whereas, any computation can be executed at the generic edge servers on
demand basis, according to a client’s need. To execute this process, in order to customize an edge
server ML service software sent from the client. After that this customized server processes the
ML requests sent by the client. Using a virtual machine (VM) an edge server can be customized.
A VM image is migrated by the client which encloses the ML software and the base system to the
server. This software is then installed in the server for later use [75, 41].

In [50], authors propose a different kind of proposition for offloading ML computations to a
generic edge server. A regular and self-contained app is created by a programmer for ML which
is runnable on the device of the client. The whole app state of the ML is transferred to an adjacent
edge server when there is a computation-intensive part ready execution. This app continuously
gets executed and after updating the execution state it goes back to the client. A snapshot is cap-
tured before starting execution of a computations-intensive part. Then this snapshot is sent from
the client to the edge server. The server runs the snapshot on its browser and completing the
computation it takes a new snapshot containing the result. The newly captured snapshot is then
sent back to client for running on its browser resume its execution. As a result, ML Computations
can be offloaded to the edge server on demand basis. Snapshot-based offloading contains the app
execution state consisting only HTML/CSS/JavaScript code. Therefore, it is a much lightweight
technique in comparison to VM-based strategy as it contains image of the entire disk and memory
state. This kind of web apps is runnable in any type of devices and servers with a web browser,
therefore, it can be said that snapshot-based offloading is very portable. With respect to special-
ized ML offloading, the snapshot gives an option for more flexibility in offloading because any
type of computations including ML algorithm to be included in the offloading process. The app
performance is improved further as it is possible to offload more computations compared to ML
specialized edge server [50].

Authors in [50] developed a snapshot-based offloading scheme for ML applications which are
DNN-based to be used on Webkit browser. In their proposed system different optimization were
made in order to decrease the transmission time of the DNN model. Through these optimizations
privacy of user’s data was also enhanced. Moreover, authors discussed how offloading system
can be installed on-demand basis on the edge servers. In case of real web apps, this snapshot-
based offloading scheme demonstrates a favorable performance result, rather than running the
app fully on the server, that too considering the snapshot-related overhead.

In the author’s proposed scheme the snapshot is transmitted to the server. After that it is run
on the server’s browser. At first, the execution state present at the time when snapshot was taken
by client is restored by the server through executing it. Then server goes on with the execution to
process the inference event handler. Later on, when the server completes its processing it captures
a new snapshot with the new execution state containing the computation results which are added
to the DOM-tree. This is the Javascript code for updating execution state at the client side. This
new snapshot is transmitted back to the client. Client then executes this snapshot and goes on with
the execution of the app. This is process of computation offloading is depicted in Fig. 4.3 with an
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example of two snapshots. The offloading process can be carried on smoothly by exchanging the
snapshot between the server and the client [50].

… 
<canvas id-”input”></canvas> 
<button id=“btn”>Inference</button> 
… 
<script> 
(function(){ 
    //Restore Application states 
    var model = { … }; 
    var img_load = function(){ … }; 
    var inference = function(){ … }; 
    var btn = 
document.getElementById(“btn”); 
    btn.addEventListener(“click”, inference); 
    … 
    btn.dispatchEvent(“click”); 
})(); 
</script> 
… 

(function(){ 
    //Apply inference result 
    var div = 
document.createElement(“div”); 
    div.innerHTML = “This Picture is a scuba 
diver” 
    document.body.appendChild(div); 
})(); 
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FIGURE 4.3: An example of snapshot based offloading for a demo app [50]

4.2 Dynamic Computation Offloading for Vehicular Communication
System

Computation offloading in vehicular applications is very challenging mainly due to the presence
of huge sensory data inputs, stern latency requirements, and dynamic nature of wireless network-
ing situation. Cloud computing is a promising solution to extend vehicular information tech-
nology resources. However, execution of vehicular applications remotely is a difficult task for
existence of some unique characteristics in the vehicular use cases and their applications. Day by
day vehicular applications are becoming more and more reliant on large array of sensory input
data. Moreover, large sensory inputs are engaged in interactional applications like those using
computer vision an example application is one that includes processing high definition video as
shown in Fig. 4.4. Offloading the computations in such applications needs to transfer large sen-
sory data to the cloud. This transfer may need huge time subject to conditions of the network.
Applications that are interactive in nature are sensitive to latency. Therefore, a large network
round–trip time will ultimately subvert the usefulness speedy resources of cloud computing. It is
more challenging to offload computation while the vehicle is in motion. Because in this case net-
work connectivity becomes an issue. Moreover, vehicles may go out of network in some locations
[3].

To tackle the issues in offloading vehicular applications authors in [3] propose new system. In
this system computation offloading occurs selectively. Rather than offloading the total application
only some parts of it is offloaded. According to design concept of the proposed offloading scheme
the whole application is separated into modules. Based on the computation requirements the
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FIGURE 4.4: Concept and challenges of offloading in vehicular applications [3]

modules to be offloaded are segregated from the modules which will be executed in the local
onboard unit. After separating two types of modules, modules to be offloaded are sent to the
cloud for execution. In this proposed design model it is assumed that module definitions are
present in the cloud infrastructure.

In the vehicular context, while designing an offloading scheme some key challenges include
real-time resource allocation, execution, and adaptation. In order to mitigate these challenges an
adaptive cloud-offloading system which includes a heuristic mechanism for dynamic resource
allocation is proposed in [3]. The mechanism divides applications into tasks and schedules place-
ments of these tasks to be executed in Onboard Unit (OBU) or cloud depending on variations in
network bandwidth, OBU processor cycles availability, and policies. Thus it is the objective of
the mechanism to identify when a schedule is feasible. This is done before applications are ready
to be scheduled at run–time and the schedule can adapt accordingly on the basis of the planning
made by resource allocation. The objective of this offloading scheme design is guaranteeing that
the response time of the vehicular applications are limited within its specified deadlines. Here,
"response time" is defined as the total time needed for execution of the application. This execution
time is measured from initiation to completion of the computation. and "deadline" is defined as
the maximum time duration within which the application needs to finish its execution in order to
be considered as useful by the user.

4.3 Computation Offloading from IoT devices

In [56] authors proposed a selective offloading scheme. This scheme is designed to reduce con-
sumption of energy of the devices. In this scheme the devices are designed to be self-nominated
or self-denied for offloading in order to decrease the signaling overhead. Several computation-
intensive services, including e-health, automatic driving, and industrial automation, are devel-
oping and surpassing the computing and storage abilities of IoT devices. Cloud computing is
designed to possess huge storage and powerful computing facilities. On the other hand IoT de-
vices have limited storage and computing capabilities. Therefore, IoT devices can offload storage
and computations to cloud in order to elongate their lifetime [71]. However, due to long distance
from IoT devices cloud can not be considered is suitable offloading option for delay-sensitive op-
erations. Therefore, MEC can be used to perform such operations. However, limited resource
capacity is a bottleneck for edge servers. As a result, scalability is a key problem in MEC [85,
86, 14, 53]. This brings in a trade-off between the scale of offloading and the quality of service
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(QoS). The existing literature solves the scalability issue by either engaging the load balancing in
the edge servers to accumulate and endure the workloads [85, 86] or managing the coordination
among mobile devices to select services for offloading [14, 53].

Authors enclose the requirements of the latency determined at particular devices in their of-
floading requests in order to eliminate the dependency of task partitioning of different devices.
The proposed request and admission framework in [56] solves the inherent scalability problem of
MEC. This framework can be operated at the devices and edge servers individually, without re-
quiring any coordination among devices. With an objective to reduce energy consumption of the
IoT devices authors propose a selective offloading scheme with the help of request and admission
framework. Through this framework latency requirements of different services are also satisfied
[56].

The working process of the framework mainly contains firstly, creating the offloading requests
at the particular devices. Secondly, reserving the resources for the latency specifications at the
resource scheduler. Thirdly, utilizing the diversity among devices for choosing the energy-saving
services in case of offloading at the admission controller.

The delay-sensitive tasks are given higher preference for processing in the proposed scheme.
On the other hand the delay-tolerant tasks are kept in queue at the edge server under heavy work-
load. Therefore, delay-tolerant tasks are executed at the edge servers only when the workload is
light. Sometimes the queued tasks are offloaded to cloud in order to avoid excessive delay. Below
the steps of selective offloading scheme are discussed. Requests are independently made at the
mobile devices.

A usual remote execution has three stages:
1. Uploading the input
2. Remote execution at the edge server
3. Receiving the computation result.
The synchronizer accepts the requests for offloading at the server end. Then the problem that

has to be considered is choosing and allocating resources to the offloaded tasks while keeping the
energy consumption to a minimum and also satisfying the latency specifications of all the pending
offloading requests. It is important that tasks are executed meeting the deadlines. The diversity
of devices and their IoT services makes offloading more appropriate for some of the devices, and
execution at the device itself more suitable for other devices [56].

4.4 Relation Between Computation Offloading and DDoS Attacks

In previous sections we discussed computation offloading for three use cases. These computations
are offloaded depending upon particular situation. For example, when a computation cannot be
executed in a device for resource limitation it is offloaded to edge servers. This is the perspective
of offloading from device to server. Moreover, offloading may take place from one edge server to
another. In both the cases workload increases in the edge server. In this way an edge server may
become overloaded. Moreover, an edge server tries to offload some of its tasks to another edge
server near to it when it becomes overloaded. Therefore, edge servers can become sequentially
overloaded through this kind of offloading. DDoS attacks can exploit this scenario. The basic
aspect of DDoS attacks is to send huge number of packets to a particular server to exhaust its
resources. Therefore, when an edge server is targeted for DDoS attack, the attacker will send lots
of data packets to it. Initially the edge server will try to cope up with the situation by offloading
its tasks to a nearby edge server. However, eventually the affected edge server will be exhausted
and also there will be possibility that some of its nearby edge servers also become exhausted.
Therefore, there is a close relationship between task offloading and DDoS attacks.

4.5 Recovery Schemes in an Overloaded Edge Server

In this section we will discuss the recovery schemes of MEC servers when they are overloaded.
MEC provides an opportunity for different services like augmented reality, virtual reality, etc. to
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operate with low latency, location awareness and mobility support in order to mitigate disadvan-
tages of cloud computing. However, these MECs can be overloaded by tasks due to high volume
of tasks request. Moreover, a MEC can be out of service due to failure. Therefore, quality of
experience (QoE) and advantages of MEC will be diminished.

Authors in [73] proposed two recovery schemes for an overloaded or failed MEC. According
to recovery scheme I the Overloaded-MEC (O-MEC) is enabled to offload its tasks to other MECs
which are inside the same cluster. When there is no nearby MEC in proximity of O-MEC, it will go
with activating the recovery scheme II for offloading its tasks to neighboring MECs through ad-
hoc relay nodes (RNs). If a MEC goes out of service, MECs which are in the same cluster can help
it by allocating their resources. Fig. 4.5 depicts the first recovery scheme. In Fig. 4.5, demonstrates
that MEC 1 has failed due to being overwhelmed by requests of tasks. MEC1 updates the cluster
head, MEC3 about its situation. MEC3 looks for an MEC which is present in the range of wireless
radio in the same cluster as that of MEC1 to help it. Then MEC3 notifies MEC1 about the location
of the MEC which is available for task offloading. After that, MEC1 transfers the extra workload
directly to the other MECs which are available, in order to recover from the service failure.

Cluster Head 

MEC Cluster 

MEC 3 

MEC 4 MEC 2 

MEC 1 

overloaded 

Broadband communication 

MEC Mobile Edge Computing 

FIGURE 4.5: Offloading in the MEC cluster according to recovery scheme I [73]

It may happen that there is no available MEC within the cluster of O-MEC or all the MECs
are performing their designated tasks with full capacity as illustrated in Fig. 4.6. Therefore, O-
MEC cannot provide its designated services. To tackle such situation, authors present a solution in
which the user devices of an available MEC present within cluster of the O-MEC become ad-hoc
RNs. Here, the ad-hoc RNs are not any base station, they are just users in adjacent MECs. Fig. 4.6
shows that the O-MEC is overloaded. As a result, the users’ devices in the cluster of O-MEC are
disconnected and cannot get any service from that MEC. There are two kinds of disconnected user
devices: an "adjacent disconnected node" is one which is adjacent to an ad-hoc relay node and a
"normal disconnected node" which does not have any adjacent ad-hoc relay node. Cluster head
of disconnected user devices transmits a query to its adjacent ad-hoc RNs in order to discover if
they are currently connected to any of the available recovery MEC. If there exists such a neighbor-
ing ad-hoc RNs which are connected to an available recovery MEC, then the disconnected user
devices residing within the cluster of the O-MEC will look for possible paths among all pairs of
devices using the Floyd–Warshall algorithm. The disconnected user devices within the range of
the O-MEC are categorized into two parts as shown in Fig. 4.6. On the left side, there are user
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FIGURE 4.6: Recovery scheme II [73]
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devices in the cluster A developing a multihop wireless network, on the other hand, on the right
side, there are user devices in the cluster B forming another multihop wireless network. Fig. 4.7
depicts a multihop wireless network needed for the recovery of disconnected user devices inside
the cluster of the O-MEC. According to the second recovery scheme, the recovery MEC accepts
service requests from the disconnected user devices through the ad-hoc RNs. Within the cluster
of recovery MEC, the role of ad-hoc RN at the border of the O-MEC is played by a user device. In
this way, in recovery scheme II the user devices of O-MEC gets the required service through RNs
[73].
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disconnected user devices not 
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FIGURE 4.7: Multihop wireless network along with ad-hoc RNs and disconnected
nodes according to recovery scheme II [73]
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How Attack Can Be Launched in Edge
Servers

Selection of agents 

Compromise 

Communication 

Attack 

FIGURE 5.1: Generic steps to perform a DDOS attack

The generic steps to perform a DDOS attack to a server are shown in Fig. 5.1. The very first
step is to select the agents. Agents are available all over the internet. In the first step of launching
the DDoS attack some agents are selected from the available agents. In the second step number
of devices available in the internet are compromised for launching the attack. In this step security
vulnerabilities of the available devices are exploited to compromise them. This compromisation
are done by the attacker with the help of selected agents. The next step is to communicate. In
this step the attacker communicates with the compromised devices. The attacker can perform
this communication either directly or through agents. The final step is attack. All the necessary
prerequisites are completed through initial three steps. In the final step the attacker commands all
the compromised devices to launch attack to a particular target server or the victim.

Now the details of the attack will be discussed. DDoS attacks can be carried out following dif-
ferent methodologies. However, to attack an edge server two common strategies can be deployed.
These strategies are:

1. Using reflection method
2. Using botnets
Now these two strategies will be discussed in brief. The first one is reflection method. In

this method the attacker assumes the identity of the victim by forging its IP address. With this
spoofed identity attacker will send out countless Domain Name System (DNS) queries to an open
DNS resolver. The DNS resolver processes each query and then sends the information to the
victim edge server as its IP address was spoofed in the incoming DNS queries. These information
packets sent by the DNS resolver are much bigger than the queries the DNS resolver receives.
This reflection method is depicted in Fig, 5.2. Here, the attacker with IP address for example
198.51.100.2 sends out DNS queries to the reflector with source IP address 198.51.100.3 (the IP
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address of victim edge server). After processing the queries the reflector will send a bulk amount
of response data packets to the victim edge server. Due to this bulk amount of data packets flooded
to it, the edge server will fail to process all the data packets and eventually get exhausted. This
exhausted edge server will no longer be available for performing its usual operations due to being
victim of a DDoS attack.

Attacker 
198.51.100.2 

Edge server 
198.51.100.3 

Src = 198.51.100.3 
Dst = 203.0.113..2 

Reflector (DNS Resolver) 
203.0.113..2 

FIGURE 5.2: Reflection method of DDOS attack

Now DDoS attack through botnet strategy will be discussed. In this method firstly an edge
server or target will be selected to launch a DDoS attack. Then a large amount of botnets are
managed. However, compared to traditional DDoS attacks, the number of botnets needed to
attack an edge server will be less because the capacity of edge server is limited. The botnets can be
managed in two ways. Either existing benign botnets are compromised or botnets can be hired to
launch a DDoS attack. After managing required amount of botnets they are deployed and attack
is launched to exhaust the target edge server.
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Chapter 6

Summary

In this section we present a summary table of our survey. Table 6.1 shows the major state-of-art
literatures surveyed in this article. Main research area covered in this survey are edge computing,
various aspects of DDoS attack, computation offloading in edge servers and how a real life attack
can be launched targeting an edge server. The state-of-art literatures representing research in
these areas are mentioned in the the summary table 6.1. This table well summarizes the survey
conducted in this research article.
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Summary Table
Source Focus Findings Impact

Kashif et al. [8]
Definition, motivation,

advantages of
edge paradigms

Challenges and
use-cases of

edge paradigms

Guides to trends
and future

opportunities of
edge paradigms

Rodrigo et al. [72]
Security threats,

challenges of
edge paradigms

Impacts of
security attacks

on edge
paradigms

Guides to
encounter and

mitigate security
issues

Tom et al. [55]
Concept, architecture

and design goals
of Fog

Purpose and
use-case of Fog

Improvement in user
service quality and

bandwidth consumption
by Fog

Dolui et al. [26]
Implementations of

Fog, Cloudlet and MEC
Standardization of

Fog, Cloudlet and MEC

Made a decision tree
for selecting among

edge implementations

Yun et al. [45]
Service and deployment

scenarios of MEC

How proximity, network
and context information

utilized in MEC

Established Proof-of-
Concept to demonstrate

viability of MEC

Esraa et al. [2]
Botnet based
DDoS attacks

Pros and cons
of botnet

based attacks

Eases future
study on attacks

Christos et al. [27]
Structure of

DDoS attacks and
defense mechanism

Pros and Cons
of attack and

defense categories

Facilitates better
understanding of

attacks and powerful
algorithms for defense

Yu et al. [87]
Dynamic resource
allocation method

to defend DDoS attacks

Use of multiple
intrusion prevention

servers to filter
out attack packets

Mathematical model
to prove DDoS attacks

can be defeated

Krishna et al. [69]
Relationship between

SDN and DDoS attacks

Challanges to
mitigate DDoS
attacks in SDN

How advantages
of SDN counter
DDoS attacks

Felix et al. [36]
DDoS attack

prevention methods
Root-cause of
DDoS attacks

Shuts down control
network of IRC-based

DDoS attacks

Somani et al. [78]
DDoS attacks,
their variants

and attack dynamics

Attack methods,
consequences and

lessons from past attacks

Multilevel alert
flow-based collaborative

DDoS detection framework

Jeong et al. [50]
Machine learning

based task
offloading scheme

Efficient snapshot
based offloading

method

Introduces app-level
customization for

edge server

Ashwin et al. [3]
Vehicular data

offloading

How offloading
works in vehicular

applications

Heuristic mechanisms
for partitioning

applications into
modules

Lyu et al. [56]
Selective offloading

scheme for IoT
devices

How IoT device
can do computation

intensive tasks

Minimize energy
consumption and

signaling overhead
of IoT devices

Dimas et al. [73]
Recovery strategies

for overloaded
edge servers

Neighboring MECs
can mitigate the

problem of
overloaded MEC

Provision for
overloaded MEC

to recover

TABLE 6.1: Summary table for the survey on DDoS attacks in edge servers
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Chapter 7

Conclusion

This survey was carried out by extensively reviewing state-of-art literatures. Several literatures
were surveyed in the domain of edge computing and DDoS attacks and task offloading in edge
computing. Therefore, this survey will guide future researchers to practically launch DDoS attacks
on edge servers. Moreover, this survey will also help the researchers to propose real life defense
mechanism against DDoS attacks in edge servers.

Like other research articles this survey also has some limitations. One major limitation of this
survey is that no experiment could be conducted. Another major limitation is that real life results
of DDoS attacks on an edge server could not be analyzed in this survey. Also no real life defense
mechanism on the edge server against a DDoS attack could be proposed in this survey.

Edge computing is a comparatively new paradigm in the research arena. There are lots of
aspect in edge computing which are yet to be completely explored in depth. Edge comput-
ing paradigm comes with edge servers with limited capacity to support sophisticated latency-
sensitive computations. Therefore, availability of these servers is very important at the time of
task-request arrival. However, like other technologies present in the internet, these servers are
prone to security attacks. Moreover, impact of such attacks is more disastrous for edge servers
as they have limited computation capabilities. Along with different edge computing paradigms,
various aspects of DDoS attacks and their impacts on edge servers are discussed in this article.
Moreover, various recovery schemes for an overloaded (due to DDoS attack) edge server are de-
picted in this survey paper. This paper will pave the way for future researchers who want to
explore DDoS attack kind of security vulnerabilities in edge servers.
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